**基本概念和术语：**

**1、数据(data)**

**所有能输入到计算机中去的描述客观事物的符号。**

**2. 数据元素(data element)**

**数据的基本单位, 也称结点(node)或记录(record)。**

**3、数据项(data item)**

**有独立含义的数据最小单位也称域(field)。**

**4、数据对象(Data Object)**

**是性质相同的数据元素的集合，是数据的一个子集。**

**5 、数据结构（Data Structure）**

**数据结构是相互之间存在一种或多种特定关系的数据元素的集合。**

**数据结构的两个层次：**

**1、逻辑结构**

**数据元素间抽象化的相互关系，与数据的存储无关，独立于计算机，它是从具体问题抽象出来的数学模型。**

**1）线性结构**

**有且仅有一个开始和一个终端结点，并且所有结点都最多只有一个直接前趋和一个后继。线性表，栈，队列**

**2）非线性结构**

**一个结点可能有多个直接前趋和直接后继。**

**树，图**

**2、存储结构**

**数据元素及其关系在计算机存储器中的存储方式。**

1. **顺序存储结构**

**借助元素在存储器中的相对位置来表示数据元素间的逻辑关系。顺序表**

1. **链式存储结构**

**借助指示元素存储地址的指针表示数据元素间的逻辑关系。链表**

**时间复杂度：**

**语句频度：一条语句的重复执行次数。**

**算法的执行时间 =**

**该算法中所有语句的频度之和。**

**for( i = 0; i < n; i++) n**

**for( j = 0; j < n; j++) n**

**c[i][j] = a[i][j] + b[i][j]; n\*n**

**T(n) = O ( n2)**

**空间复杂度:**

**算法所需存储空间的度量，记作: S(n)=O(f(n))**

**线性表**

**线性表的定义:**

**由n(n≥0)类型相同的数据元素构成的有限序列，称为线性表。**

**一、线性表的顺序存储表示**
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**线性表的顺序存储表示是指用一组地址连续的存储单元依次存放线性表中的数据元素，称这种存储结构的线性表为顺序表。**

**1.存储结构：**

**typedef struct {**

**ElemType \*elem; //存储空间基址**

**int Length; // 当前长度**

**int listSize; // 分配的存储容量**

**} SqList; // 顺序表**

**2.初始化：**

**Status InitList( SqList & L, int maxsize ) {**

**L.elem = new ElemType[maxsize];**

**if (!L.elem)**

**exit(OVERFLOW);**

**L.length = 0;**

**L.listsize = Maxsize;**

**return OK;**

**}**

**算法时间复杂度：O(1).**

**3.查找：**

**int LocateElem (SqList L, ElemType e）{**

**for (i=0;i<L.length;i++)**

**if(L.elem[i]==e) return i+1;**
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**return 0;**

**}**

**算法的时间复杂度：**

**最好情况： T(n)=O(1)**

**最坏情况： T(n)=O(n)**

**平均情况： （n+1）/2 , T(n)=O(n)**

**4.插入：**

**Status ListInsert(SqList &L, int i, ElemType e){**

**if (i < 1 || i > L.length+1)**

**return ERROR;**

**if (L.length >= L.listsize)**

**return OVERFLOW;**

**for (j=L.length-1; j>=i-1; --j)**

**L.elem[j+1] = L.elem[j];**

**L.elem[i-1] = e;**

![](data:image/png;base64,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)

**++L.length;**

**return TRUE;**

**}**

**算法的时间复杂度：**

**T(n)=O(n)**

**5.删除：**

**Status ListDelete(SqList &L, int i)**

**{**

**if ((i < 1) || (i > L.length))**

**return ERROR;**

**for (j = i; j<L.length; j++)**

**L.elem[j-1] = L.elem[j];**

**--L.length;**

**return TRUE;**

**} T(n) = O(n)**

**单链表**

**1.存储结构：**

**typedef struct LNode {**

**ElemType data; // 数据域**

**struct LNode \*next; // 指针域**

**} LNode, \*LinkList;**

**2.初始化**

**构造一个带头结点的空链表。**

**Void InitList(Linklist &L)**

**{**

**L= new LNode;**

**L->next=NULL;**

**}**

**3.查找**

**Status Search(LinkList L, int i, ElemType &e){**

**p = L->next;**

**j = 1;**

**while (j<i) {**

**p = p->next;**

**++j;**

**}**

**if ( !p || j>i )**

**return ERROR;**

**e = p->data;**

**return OK;**

**}**

**算法时间复杂度为:O(n)**

**LNode \*Searchs (LinkList L，Elemtype e)**

**{**

**p=L->next;**

**while(p &&p->data!=e)**

**p=p->next;**

**return p;**

**}**

**4.插入：**

**Status ListInsert\_L(LinkList &L, int i, ElemType e) {**

**p = L;**

**j = 0;**

**while (p && j < i-1)**

**{ p = p->next; ++j; }**
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**if (!p || j > i-1)**

**return ERROR;**

**s = new LNode;**

**if ( s == NULL)**

**return ERROR;**

**s->data = e;**

**s->next = p->next;**

**p->next = s;**

**return OK;**

**} //O(n)**

**5.删除：**

**Status ListDelete(LinkList L, int i, ElemType &e) {**

**p = L;**

**j = 0;**

**while (p->next && j < i-1)**

**{ p = p->next; ++j; }**

**if (!(p->next) || j > i-1)**

**return ERROR;**

**q = p->next; p->next = q->next;**

**e = q->data;**

**delete(q);**
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**return OK;**

**}**

**6.前插法：**

**void CreateList(LinkList &L,int n)**

**{**

**L=new LNode;**

**L->next=NULL;**

**for(i=n; i>0 ;--i)**

**{**

**p=new LNode;**
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**cin>>p->data;**

**p->next=L->next;**

**L->next=p;**

**}**

**}**

**7.尾插法：**

**void CreateList(LinkList &L, int n)**

**{**

**L=new LNode;**

**L->next=NULL;**

**r=L;**

**for(i=0; i<n; ++i)**

**{ p=new LNode**

**cin>>p->data;**

**r->next=p;**

**r=p;**

**}**

**p->next=NULL;**

**}**

**8.置空**

**void ClearList(&L)**

**{**

**while (L->next)**

**{**

**p=L->next;**

**L->next=p->next;**

**}**

**}//O（n）**

**三、循环链表**

**最后一个结点的指针域的指针又指回第一个结点的链表。**

**四、双向链表**

**typedef struct DuLNode**

**{**

**ElemType data; // 数据域**

**struct DuLNode \*prior;**

**struct DuLNode \*next;**

**} DuLNode, \*DuLinkList;**
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**栈**

**一、顺序栈**

**1.定义**

**只能在表的一端（栈顶）进行插入和删除运算的线性表.**

**2.逻辑结构**

**与线性表相同，仍为一对一关系**

**3.存储结构**

**用顺序栈或链栈存储均可，但以顺序栈更常见。**

**\*/\* 后进先出**

**运算规则：**

**只能在栈顶插入、 删除；**

**只能存取栈顶元素**

**存储结构：**

**typedef struct**

**{ SElemType \*base;**

**SElemType \*top;**

**int stacksize;**

**} SqStack;**

**栈空标志： 栈满标志：**

**base==top S.top - S.base== S.stacksize**

**初始化：**

**Status InitStack( SqStack &S，int MAXSIZE )**

**{**

**S.base =new SElemType[MAXSIZE]；**

**if( !S.base ) return OVERFLOW;**

**S.top = S.base;**

**S.stacksize = MAXSIZE;**

**return OK;**

**}**

**进栈：**

**Status Push( SqStack &S, SElemType e)**

**{ if( S.top - S.base== S.stacksize )**

**return ERROR;**

**\*S.top++=e;**

**return OK;**

**}**

**取栈顶元素：**

**Status Pop( SqStack &S, SElemType &e)**

**{ if( S.top == S.base ) // 栈空**

**return ERROR;**

**e＝ \*--S.top;**

**return OK;**

**}**

**栈顶判空：**

**bool StackEmpty( SqStack S )**

**{**

**if(S.top == S.base) return true;**

**else return false;**

**}**

**求栈长度：**

**int StackLength( SqStack S )**

**{**

**return （S.top – S.base）;**

**}**

**二、链栈**

**存储结构：**

**typedef struct StackNode {**

**SElemType data;**

**struct StackNode \*next;**

**} StackNode, \*LinkStack;**

**初始化：**

**void InitStack(LinkStack &S )**

**{**

**S=NULL;**

**}**

**入栈：**

**StatusPush(LinkStack& S, ElemType e)**

**{**

**p=new StackNode; //生成新结点p**

**if (!p) return OVERFLOW;**

**p->data=e;**

**p->next=S;**

**S=p;**

**return OK;**

**}**

**出栈：**

**Status Pop (LinkStack &S, SElemType &e)**

**{ if (S==NULL) return ERROR;**

**e = S-> data;**

**p = S;**

**S = S-> next;**

**delete p;**

**return OK;**

**}**

**取栈顶元素：**

**Status SElemType GetTop(LinkStack S ，**

**SElemType &e)**

**{ if (S==NULL) return ERROR；  
 e=S–>data;**

**return OK；**

**}**

**判空：**

**Status StackEmpty(LinkStack S)  
{  
 if (S==NULL) return TRUE;  
 else return FALSE;  
}**

**队 列**

**定义：**

**队列是一种先进先出(FIFO) 的线性表. 它只允许在表的一端进行插入,而在另一端删除元素。**

**顺序队列：**

**存储结构：**

**Typedef struct {**

**QElemType \*base; //初始化的动态分配存储空间**

**int front; //头指针**

**int rear; //尾指针**

**}SqQueue;**

**空队标志：front= =rear**

**问题：假溢出**

**循环队列：**

**入队：**

**base[rear]=x;**

**rear=(rear+1)%M;**

**出队：**

**x=base[front];**

**front=(front+1)%M;**

**队空：front==rear**

**队满：(rear+1)%M==front**

**初始化：**

**Status InitQueue (SqQueue &Q)**

**{ Q.base =new QElemType[MAXQSIZE]**

**if(!Q.base) exit(OVERFLOW);**

**Q.front=Q.rear=0;**

**return OK;**

**}**

**入队：**

**Status EnQueue(SqQueue &Q,QElemType e)**

**{ if((Q.rear+1)%MAXQSIZE==Q.front)**

**return ERROR;**

**Q.base[Q.rear]=e;**

**Q.rear=(Q.rear+1)%MAXQSIZE;**

**return OK;**

**}**

出队：

**Status DeQueue (LinkQueue &Q,QElemType &e)**

**{ if(Q.front==Q.rear) return ERROR;**

**e=Q.base[Q.front];**

**Q.front=(Q.front+1)%MAXQSIZE;**

**return OK;**

**}**

取列首元素：

**Status GetQueue (LinkQueue Q, QElemType &e)**

**{ if(Q.front==Q.rear) return ERROR;**

**e=Q.base[Q.front];**

**return OK;**

**}**

**长度：**

**int QueueLength (SqQueue Q)**

**{**

**return (Q.rear-Q.front+MAXQSIZE)%MAXQSIZE;**

**}**

**二、链队列**

**存储结构：**

**typedef struct QNode**

**{ QElemType data;**

**struct Qnode \*next;**

**} Qnode, \*QueuePtr;**

**typedef struct {**

**QueuePtr front;//队头指针**

**QueuePtr rear; //队尾指针**

**}LinkQueue;**

**初始化：**

**Status InitQueue (LinkQueue &Q)**

**{ Q.front=(QueuePtr)malloc(sizeof(QNode));**

**if(!Q.front) exit(OVERFLOW);**

**Q.rear=Q.front；**

**Q.front->next=NULL;**

**return OK;**

**}**

**入队：**

**Status EnQueue(LinkQueue &Q, QElemType e)**

**{ p=(QueuePtr)malloc(sizeof(QNode));**

**if(!p) exit(OVERFLOW);**

**p->data=e; p->next=NULL;**

**Q.rear->next=p;**

**Q.rear=p;**

**return OK;**

**}**

**出队：**

**Status DeQueue (LinkQueue &Q,QElemType &e)**

**{ if(Q.front==Q.rear) return ERROR;**

**p=Q.front->next;**

**e=p->data;**

**Q.front->next=p->next;**

**if(Q.rear==p) Q.rear=Q.front;**

**free(p);**

**return OK;**

**}**

**取队头元素：**

**Status GetHead (LinkQueue Q, QElemType &e)**

**{ if(Q.front==Q.rear) return ERROR;**

**e=Q.front->next->data;**

**return OK;**

**}**

**判空：**

**Status QueueEmpty (LinkQueue Q)**

**{ return (Q.front==Q.rear); }**

**摧毁：**

**Status DestroyQueue (LinkQueue &Q)**

**{while(Q.front)**

**{ Q.rear=Q.front->next;**

**free(Q.front);**

**Q.front=Q.rear;**

**}**

**return OK;**

**}**
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**串、数组和广义表**

**串(String)：**

**是零个或多个字符组成的有限序列。**

**串名 串值 串长**

**空串 空格串**

**子串：**

**是“串”中任一个连续的字符子序列.**

**主串：**

**包含子串的串相应地称为主串。**

**字符位置：**

**是字符在序列中的序号。**

**子串位置：**

**是子串的第一个字符在主串中的位置。**

**串相等：**

**两串长度相等,且对应位置的字符都相等。**

**串 的 存 储 结 构：**

**1.顺序存储**

**2.链式存储**

**模式匹配算法：**

**typedef struct**

**{ char \*ch;**

**int length;**

**}SString;**

**int Index(Sstring S, Sstring T, int pos)**

**{**

**i=pos-1;**

**j=1-1;**

**while (i<S.length && j <T.length)**

**{**

**if ( S[ i ]==T[ j ])**

**{++i; ++j; }**

**else**

**{ i=i-j+1; j=1-1; }**

**if ( j==T.length)**

**return i-T.length+1;//序号**

**else return 0;**

**}**

**数组**

![](data:image/x-emf;base64,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)

**行优先存储**

**列优先存储**

**矩 阵 的 压 缩 存 储：**

* **什么是压缩存储？**

**若多个数据元素的值都相同，则只分配一个元素值的存储空间，且零元素不占存储空间。**

* **什么样的矩阵能够压缩？**

**一些特殊矩阵，如：对称矩阵，对角矩阵，三角矩阵，稀疏矩阵等。**

* **什么叫稀疏矩阵？**

**矩阵中非零元素的个数较少（一般小于5%）**

**1. 对称矩阵**

**2. 三角矩阵**

**(a)上三角矩阵 (b)下三角矩阵**

**广义表：**

***n* ( ≥ 0 )个表元素组成的有限序列，记作*LS* = (*a*0, *a*1, *a*2, …, *an*-1)。*LS*是表名，*ai*是表元素，它可以是表 (称为子表)，可以是数据元素(称为原子)。*n*为表的长度。n = 0 的广义表为空表。**

**基本运算：**

**（1）求表头GetHead(L)：非空广义表的第一个元素，可以是一个单元素，也可以是一个子表。**

**（2）求表尾GetTail(L)：非空广义表除去表头元素以外其它元素所构成的表。表尾一定是一个表。**

**A=(a,b,(c,d),(e,(f,g))) 　　　d**

**GetHead(GetTail(GetHead(GetTail(GetTail(A)))))**

**树和二叉树**

**树（tree）：**

**是n（n≥0)个结点的有限集合，**

**它或为空树（n=0）或为非空树，对于非空树T :**

**(1) 有且仅有一个称为根的结点（root）；**

**(2) 除了根以外，其余结点可分为m (m ≥ 0)个互不相交的有限集T1, T2, …, Tm, 其中每个集合本身又是一棵树，并且称为根的子树（SubTree）。**

**树的基本术语：**

**结点:**

**数据元素+若干指向子树的分支。**

**结点的度:**

**分支的个数。**

**树的度:**

**树中所有结点的度的最大值。**

**叶子结点:**

**度为零的结点。**

**非终端结点（分支结点）:**

**度大于零的结点。**

**路径：**

**由从根到该结点所经分支和结点构成。**

**孩子结点、双亲结点、**

**兄弟结点、堂兄弟结点**

**祖先结点、子孙结点**

**结点的层次:**

**假设根结点的层次为1,第*l* 层的结点的子树根结点的层次为*l+1。***

**树的深度：**

**树中叶子结点所在的最大层次**

**森林：**

**是 m（m≥0）棵互不相交的树的集合。**

**二叉树（Binary Tree):**

**是n(n≥0)个结点构成的集合，它或为空树, 或是由一个根结点加上两棵分别称为左子树和右子树的互不交的二叉树组成。**

**二叉树的性质：**

**性质 1 ： 在二叉树的第 i 层上至多有2i-1 个结点 (i≥1) 。**

**性质 2 ： 深度为 *k* 的二叉树上至多含 2k-1 个结点（k≥1）。**

**性质 3 ：对任何一棵二叉树，若它含有n0个叶子结点、n2 个度为2 的结点，则必存在关系式：n0 = n2+1。**

**性质 4 ：具有 *n* 个结点的完全二叉树的深度为 ⎣log2n⎦ +1*。***

**性质 5 ：若对含 *n* 个结点的完全二叉树从上到下且从左至右进行 *1* 至 *n* 的编号，则对完全二叉树中任意一个编号为 *i* 的结点：  
 (1) 若 *i=1*，则该结点是二叉树的根，无双亲,**

**否则，编号为 ⎣i/2⎦的结点为其双亲结点;  
 (2) 若 *2i>n*，则该结点无左孩子，  
 否则，编号为 *2i* 的结点为其左孩子结点；  
 (3) 若 *2i+1>n*，则该结点无右孩子结点，  
 否则，编号为*2i+1* 的结点为其右孩子结点。**

**两类特殊的二叉树：**

**1.满二叉树：**

**指的是深度为k且含有2k-1个结点的二叉树。**

**2.完全二叉树：**

**树中所含的 n个结点和满二叉树中编号为 1 至 n 的结点一一对应。**

**二叉树的顺序存储结构：**

**#define MAXSIZE 100**

**typedef TElemType SqBiTree [MAXSIZE ];**

**SqBiTree bt;**

**二叉树的链式存储结构：**

**typedef struct {**

**TElemType data;**

**struct BiTNode \*lchild, \*rchild;**

**} BiTNode, \*BiTree;**

**二叉树的遍历：**

**先序的遍历算法**

**中序的遍历算法**

**后序的遍历算法**

**按层次遍历**

**先序序列：**

**A B C D E F G H K**

**中序序列：**

**B D C A E H G K F**

**后序序列：**

**D C B H K G F E A**

**算法描述：**

**先序：**

**void Preorder (BiTree T)**

**{**

**if (T) {**

**visit(T->data);**

**Preorder(T->lchild);**

**Preorder(T->rchild);**

**}**

**}**

**中序：**

**void Inorder (BiTree T)**

**{**

**if (T) {**

**Inorder(T->lchild);**

**visit(T->data);**

**Inorder(T->rchild);**

**}**

**}**

**中序非递归：**

**void Inorder1 (BiTree T)**

**{ InitStack(S); p=T;**

**while(1){**

**while(p) {Push(S,p);p=p->lchild; }**

**if( StackEmpty(S)) return;**

**Pop (S, p);**

**cont << P->data;**

**p=p->rchild; }**

**}**

**应用：**

**1.统计二叉树中叶子结点的个数：**

**void CountLeaf (BiTree T, int & count){**

**if ( T ) {**

**if ((!T->lchild)&& (!T->rchild))**

**count++;**

**CountLeaf( T->lchild, count);**

**CountLeaf( T->rchild, count);**

**}**

**}**

**2、求二叉树的深度**

**int Depth (BiTree T ){**

**if ( !T ) depthval = 0;**

**else {**

**depthL= Depth( T->lchild );**

**depthR= Depth( T->rchild ); depthval=1+(depthL>depthR?depthL:depthR);**

**}**

**return depthval;**

**}**

**3、建立二叉树的存储结构**

**void CreateBiTree(BiTree &T)**

**{ scanf((“%c”, &ch);**

**if (ch==‘ ') T = NULL;**

**else**

**{ T = new BiTNode;**

**T->data = ch;**

**CreateBiTree(T->lchild);**

**CreateBiTree(T->rchild);**

**}**

**}**

**4、查询二叉树中某个结点**

**bool Preorder (BiTree T, ElemType x, BiTree &p) {**

**if (T) {**

**if (T->data==x) { p = T; return TRUE;}**

**else {**

**if (Preorder(T->lchild, x, p)) return TRUE;**

**else**

**return(Preorder(T->rchild, x, p)) ;**

**}**

**}**

**else { p = NULL; return FALSE; }**

**}**

**线索二叉树：**

**在中序线索二叉树中，查找结点\*p的中序后继结点**

**1.若P->Rtag为1, 则 P的右线索指向其后继结点\*q；**

**2.若P->Rtag为0, 则其后继结点\*q是右子树中的最左结点。**

**森林和树之间的转换**

**哈夫曼树与哈夫曼编码**

**最优二叉树(哈夫曼树)的定义：**

**结点的路径长度：**

**从根结点到该结点的路径上分支的数目。**

**树的带权路径长度定义为：**

**树中所有叶子结点的带权路径长度之和**

**WPL(T) = Σwklk (对所有叶子结点)**

**最优二叉树(哈夫曼树,Huffman Tree)**

**在所有含 *n* 个叶子结点、并带相同权值的二叉树中，必存在一棵其带权路径长度取最小值的二叉树，称为“最优二叉树”**

**构造最优二叉树算法(哈夫曼算法)**

**哈夫曼编码：左0右1原则**

**图**
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**图（Graph)的定义:**
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**图G由两个集合V和E组成，记为G=(V,E)，其中， V是顶点(数据元素)的有穷非空集合，E是V中顶点偶对的有穷集合，这些顶点偶对称为边 。**
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**无向图：每条边都是无方向的图。**

**有向图：每条边都是有方向的图。**

**图的基本术语：**

1. **子图：**

**设有两个图G=(V,E) 和G**′**=(V**′**,E**′**), 且 V**′⊆**V, E**′⊆**E, 则称 G**′ **为 G 的子图。**

1. **无向完全图和有向完全图**
2. **稀疏图和稠密图：**

**边或弧的个数 e<nlogn的图称为稀疏图，否则称作稠密图。**

1. **权和网：**

**图中的边可标上具有某种含义的数值，该数值称为边上的权。权可表示为从一个顶点到另一顶点的距离或耗费。这种边带权的图称网（网络）。**

1. **邻接点：**

**在无向图G中，假若边(v , w) ∈G，则称顶点v 和w互为邻接点。而边(v , w) 与顶点v和w相关联。**

1. **度、入度和出度：**

**顶点v的度：是和顶点v 关联的边的数目。记为TD(v)。**

**入度: 以顶点v为头的弧的数目。记为ID(v)。**

**出度: 以顶点v为尾的弧的数目。记为D(v)。**

**7) 路径和路径长度：**

**若从顶点u 到顶点w 之间存在一条路径。路径上边或弧的数目称作路径长度。**

**8) 回路或环：**

**第一个顶点和最后一个顶点相同的路径称为回路或环。**

**9) 简单路径、简单回路：**

**简单路径:指序列中顶点不重复出现的路径。**

**简单回路:指序列中第一个顶点和最后一个顶点相同的简单路径。**

**10) 连通、连通图、连通分量：**

**在无向图G中，如果顶点v到顶点w有路径，则称v和w是连通的。**

**在无向图G中，如果任意两个顶点之间都有路径，则称此图为连通图。**

**若无向图为非连通图，则图中各个极大连通子图称作此图的连通分量。**

**11) 强连通图、强连通分量：**

**对有向图， 若任意两个顶点之间都存在一条有向路径，则称此有向图为强连通图。否则，其各个强连通子图称作它的强连通分量。**

**12) 连通图的生成树：**

**假设一个连通图有 n 个顶点和 e 条边，其中 n-1 条边和 n 个顶点构成一个极小连通子图，称该极小连通子图为此连通图的生成树。**

**对非连通图，称由各个连通分量的生成树的集合为此非连通图的生成森林。**

**13)有向树和生成森林：**

**有一个顶点的入度为0，其余顶点的入度均为1的有向图称为有向树。**

**一个有向图的生成森林由若干棵有向树组成，含有图中全部顶点，但只有足以构成若干棵有向树的弧。**

**图的存储表示**

**邻接矩阵：**

**存储结构：**

**typedef struct**

**{vextype vexs[n]；**

**int arcs[n][n]；**

**int vexnum,arcnum;**

**}AMGraph；**
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|  |
| --- |
| **A** |
| **B** |
| **C** |
| **D** |

|  |  |  |  |
| --- | --- | --- | --- |
|  |  |  |  |
|  |  |  |  |
|  |  |  |  |
|  |  |  |  |

**创建无向邻接矩阵算法：**

**CREATGRAPH(AMGraph &G)**

**{ cin>>G.vexnum>>G.arcnum;**

**for(i＝0；i＜ G.vexnum ；i++)**

**cin>> G.vexs[i];**

**for(i＝0；i＜ G.vexnum ；i++)**

**for(j＝0；j＜ G.vexnum ；j++)**

**G.arcs[i][j]＝MaxInt;**

**for(k＝0；k＜ G.arcnum ；k++)**

**{ cin>>i>> j>>w；**

**G.arcs[i][j]＝w；**

**G.arcs[j][i]＝w；**

**}}**

**邻接表：**

**边结点结构：**

**typedef struct ArcNode {**

**int adjvex;**

**struct ArcNode \*nextarc;**

**} ArcNode;**

**顶点的结点结构：**

**typedef struct VNode {**

**VertexType data;**

**ArcNode \*firstarc;**

**} VNode, AdjList[MVNum];**

**存储结构：**

**typedef struct**

**{ AdjList vertices;**

**int vexnum,arcnum;**

**} ALGraph;**

**建邻接表的算法：**

**CREATADJLIST(ALGraph &G)**

**{ cin>>G.vexnum>>G.arcnum;**

**for (i=0; i<G.vexnum; i++)**

**{cin>>G.vertices[i].data;**

**G.vertices[i]. firstarc =NULL; }**

**for (k=0; k<G.arcnum; k++)**

**{cin>>i, j;**

**s=new ArcNode;**

**s->adjvex=j;**

**s->nextarc=G.vertices[i].firstarc;**

**G.vertices[i].firstarc=s;**

**s=new ArcNode;**

**s->adjvex=i;**

**s->nextarc=G.vertices[j].firstarc;**

**G.vertices[j].firstarc=s;**

**}**

**}**

**图的遍历**

**1.深度优先搜索**

**从图中某个顶点V0 出发，访问此顶点，然后依次从V0的各个未被访问的邻接点出发深度优先搜索遍历图，直至图中所有和V0有路径相通的顶点都被访问到。**

**算法：（基于邻接表）**

**int visited[n];//初值为FALSE**

**void DFS(ALGraph G, int i)**

**{cout<<G.vertices[i].data;**

**visited[i]=TRUE;**

**p= G.vertices[i].firstarc;**

**while(p!=NULL)**

**{w=p->adjvex;**

**if (!visited[w]) DFS(G, w);**

**p=p->nextarc; }**

**}**

**广度优先搜索：**

**从图中的某个顶点V0出发，并在访问此顶点之后依次访问V0的所有未被访问过的邻接点，之后按这些顶点被访问的先后次序依次访问它们的邻接点，直至图中所有和V0有路径相通的顶点都被访问到。若此时图中尚有顶点未被访问,则另选图中一个未曾被访问的顶点作起始点，重复上述过程，直至图中所有顶点都被访问到为止。**

**算法：（基于邻接表）**

**void BFS(ALGraph G, int v)**

**{ InitQueue (Q) ;**

**cout<<G.vertice[v].data;**

**visited[v]=TRUE;**

**EnQueue(Q,v);**

**while(! QueueEmpty(Q))**

**{DeQueue (Q, i);**

**p= G.vertices[i].firstarc;**

**while(p!=NULL)**

**{ w= p->adjvex;**

**if(! visited[w])**

**{cout<<G.vertices[w].data);**

**visited[w]=TRUE;**

**ENQUEUE(Q,w);}**

**p=p->next;**

**}**

**}**

**}**

**最小生成树：**

**普里姆算法(Prim)**

**(1) 取图中任意一个顶点 v 作为生成树的根。**

**(2) 选择一个顶点在生树中，另一个顶点不在生成树中的边中权最小的边(v,w)，往生成树上 添加新顶点 w及边(v,w) 。**

**(3) 继续执行(2)，直至生成树上含有 n-1 个边为止。**
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**PRIM（AMGraph G）**

**{for(j=1;j<G.vexnum;j++)**

**{T[j-1].formvex=1;**

**T[j-1].endvex=j+1;**

**T[j-1].length=G.arcs[0][j]; }**

**for (k=0; k<G.vexnum-1; k++)**

**{ min=max;**

**for (j=k; j<G.vexnum-1; j++)**

**if(T[j].length<min)**

**{min=T[j].length; m=j; }**

**e=T[m]; T[m]=T[k]; T[k]=e;**

**v=T[k].endvex;**

**for (j=k+1; j<G.vexnum-1; j++)**

**{d=G.arcs[v-1][T[j].endvex-1];**

**if (d<T[j].length)**

**{T[j].length=d;**

**T[j].fromvex=v;}**

**}**

**}**

**}**

**克鲁斯卡尔(Kruskal)算法**

**求某源点到其余各顶点的最短路径问题**

**迪杰斯特拉（Dijkstra)算法：**

**100**
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**30**

**10**

**60**

**50**

**20**

**算法：**

**float Dist[n];**

**int p[n], s[n];**

**DIJKSTRA(AMGraph G, int v)**

**{v1= v-1;**

**for (i=0; i<G.vexnum; i++)**

**{Dist[i]=G.arcs[v1][i];**

**s[i]=0;**

**if（Dist[i]!=max）p[i]=v;**

**else p[i]=0;**

**}**

**s[v1]=1; Dist[v1]=0;**

**for (i=0; i<G.vexnum-1; i++)**

**{min=inf; /\* 先令 min=∞ \*/**

**for (j=0; j<G.vexnum; j++)**

**if ((!s[j] )&&(Dist[j]<min))**

**{min=Dist[j]; k=j;}**

**S[k]=1;**

**for (j=0; j<G.vexnum; j++)**

**if((!s[j]) &&(Dist[j]>Dist[k]+G.arcs[k][j]))**

**{ Dist[j]=Dist[k]+G.arcs[k][j];**

**p[j]=k+1;**

**}**

**}**

**}**

**拓 扑 排 序**

**对于下列有向图G可求得拓扑序列**：

**A B C D** 或 **A C B D**

**查找**

**查找表：**

**查找表是由同一类型的数据元素(或记录)构成的集合。**

**关键字：**

**是数据元素（或记录）中某个数据项的值，用以标识（识别）一个数据元素（或记录）。**

**查找：**

**根据给定的某个值，在查找表中确定一个其关键字等于给定值的数据元素或（记录）。**

**平均查找长度：**

**关键字的平均比较次数，也称平均搜索长度。**

1. **顺序查找**

**数据元素类型的定义：**

**typedef struct {**

**keyType key; // 关键字域**

**… … // 其它属性域**

**} ElemType ;**

**存储结构：**

**typedef struct {**

**ElemType \*R;// 数据元素存储空间基址，建表时按实际长度分配**

**int length; // 表的长度**

**…**

**} SSTable;**

**算法：**

**int LocateELem(SSTable ST, KeyType key)**

**{ for (i=1;i< =ST.length; i++)**

**if (ST.R[i].key==key)**

**return i;**

**return 0;**

**}**

**改进算法：（“哨兵”）**

**int Search\_Seq(SSTable ST, KeyType key)**

**{ ST.R[0].key = key; // 设置“哨兵”**

**for(i=ST.length;ST.R[i].key!=key;--i) // 从后往前找**

**return i; // 找不到时，i为0**

**}**

**平均查找长度:(n+1)/2;**

**2.折半查找**

* **low 指示查找区间的下界;**
* **high 指示查找区间的上界;**
* **mid = (low+high)/2。**

**算法：**

**int Search\_Bin ( SSTable ST, KeyType key ) {**

**low = 1; high = ST.length;**

**while (low <= high) {**

**mid = (low + high) / 2;**

**if （key == ST.R[mid].key )**

**return mid;**

**else if( key < ST.elem[mid].key) )**

**high = mid - 1;**

**else low = mid + 1;**

**}**

**return 0;**

**} // Search\_Bin**

**平均查找长度:log2(n+1)-1**

**3.索引顺序表(分块查找）**

**在建立顺序表的同时，建立一个索引。**

**typedef struct {**

**KeyType maxkey;**

**int stadr;**

**}indexItem; // 索引项**

**typedef struct {**

**indexItem \*elem;**

**int length;**

**}indexTable; // 索引表**

**4.二叉排序树（二叉查找树）**

**定义：**

**二叉排序树(Binary Sort Tree)或者是一棵空树；或者是具有下列性质的二叉树：**

**（1）若它的左子树不空，则左子树上所有结点的值均小于根结点的值；**

**（2）若它的右子树不空，则右子树上所有结点的值均大于根结点的值；**

**（3）它的左、右子树也都分别是二叉排序树。**

**存储结构：**

**typedef struct {**

**keyType key; // 关键字域**

**… … // 其它属性域**

**} ElemType ;**

**typedef struct BiTNode { // 结点结构**

**ElemType data;**

**struct BiTNode \*lchild, \*rchild; // 左右孩子指针**

**} BSTNode, \*BSTree;**

1. **二叉排序树的查找：**

**BSTree SearchBST(BSTree T, KeyType key)**

**{ if (!T) return T;**

**else if ( key==T->data.key) )**

**return T;**

**else if ( key<T->data.key )**

**return SearchBST(T->lchild,key );**

**else**

**return SearchBST (T->rchild, key );}**

1. **二叉排序树的插入**

**void Insert BST(BSTree &T, ElemType e )**

**{ if (!T)**

**{**

**S = new BSTNode;**

**S->data = e;**

**S->lchild = S->rchild = NULL;**

**T=S;**

**}**

**else if ( e.key==T->data.key) return ;**

**else if ( e.key<T->data.key)**

**Insert BST(T->lchild ,e); //将\*S插入左子树**

**else if ( e.key>T->data.key)**

**Insert BST(T->rchild ,e);**

**}**

**3.二叉排序树的创建**

**void CreatBST(BSTree &T)**

**{ T=NULL;**

**cin>>e;**

**while(e.key!=ENDFLAG)**

**{ InsertBST(T,e); cin>>e; }}**

**4.二叉排序树的删除**

**三种情况:**

**1）被删除的结点是叶子；**

**2）被删除的结点只有左子树或者只有右子树；**

**3）被删除的结点既有左子树，也有右子树。**

void DeleteBST ( BSTree &T,KeyType key )

{p=T; f=NULL;

while(p)

{if(p.data.key==key) break;

f=p;

if(p.data.key>key) p=p->lchild;

else p=p->rchild;

} //定位：\*p为被删除结点

if(!p) return ;//找不到被删结点

if（p->lchild && p->rchild）

{q=p；s=p->lchild;

while (s->rchild)

{q=s; s=s->rchild;}

p->data=s->data;

if(q!=p) q->rchild=s->lchild;

else q->lchild=s->lchild;

delete s;

}

else

{if (!p->rchild)

{q=p; p=p->lchild;}

//用q记住要删结点,p指向要代替被删结点的结点

else if (!p->lchild)

{q=p; p=p->rchild;}

if (!f) T=p; //被删结点为根结点

else if (q==f->lchild) f->lchild=p;

else f->rchild=p;

delete q;

}

}

**5.散列表的查找**

**散列查找法的基本思想：**

**通过对元素的关键字进行某种运算，直接求出元素的地址， 即使用关键字到地址的直接转换法，而不需反复比较。**

（1）**散列函数与散列地址**

**若令关键字为 key 的记录在表中的存储位置p= H(key) ，则称这个函数 H 为散列函数，p为散列地址。**

（2）**散列表**

**通常散列表的存储空间是一个一维数组，散列地址是数组的下标。**

（3）**冲突与同义词：**

**key1≠ key2，而 H(key1) = H(key2)的现象称为“冲突”现象 。**

**构造散列函数的方法 :**

**最常用(常考)：除留余数法**

**设定散列函数为: H(key) = key MOD p**

**例如：** 给定一组关键字为: **12, 39, 18, 24, 33, 21，**

若取 **p=9**, 则他们对应的散列函数值将为:

**3, 3, 0, 6, 6, 3。**

**处理冲突的方法 ：**

**开放地址法中的线性探测再散列：**

**排序**

***排序(Sorting)***

**就是整理文件中的记录，使得它按关键字递增（或递减）的次序排列起来。**

***排序的稳定性***

**如果待排序文件中，存在有多个关键字相同的记录，经过排序后这些具有相同关键字的记录之间的相对次序保持不变，则称这种排序方法是稳定的；反之，则称这种排序方法是不稳定的。**

**内排序与外排序：**

**若在排序过程中，整个文件都是放在内存中处理，排序时不涉及数据的内、外存交换，则称之为内部排序（简称内排序);反之，若排序过程中要进行数据的内、外存交换，则称之为外部排序。**

1. **插入排序**

**插入排序的基本思想：**

**每次将一个待排序的记录按其关键字大小插入到前面已经排好序的文件中的适当位置，直到全部记录插入完为止。**

1. **直接插入排序**

**typedef struct**

**{ int key;**

**datatype other;**

**} rectype;**

**typedef struct**

**{Rectype r[n+1];**

**int length;**

**} SqList;**

**INSERTSORT(SqList &L)**

**{for(i=2;i<=L.lenth; i++)**

**{L.r[0]=L.r[i];**

**j=i-1;**

**while(L.r[0].key<L.r[j].key)**

**L.r[j+1]=L.r[j--];**

**L.r[j+1]=L.r[0];**

**}**

**}**

**时间复杂度：T(n)= O(n2)**

**稳定性：稳定**

1. **希尔排序**

**又称缩小增量排序。**

**算法：**

**void ShellInsert(SqList &L, int dk)**

**{for(i=dk+1;i<=L.length; i++)**

**{L.r[0]=L.r[i];**

**j=i-dk;**

**while(j>0&&L.r[0].key<L.r[j].key;**

**{L.r[j+dk]=L.r[j];**

**j-=dk; }**

**L.r[j+dk]=L.r[0];**

**}**

**}**

**void ShellSort(SqList &L,int dt[],int t)**

**{for(k=0;k<t;k++)**

**ShellInsert(L, dt[k]);**

**}**

**不稳定**

**二、交换排序**

**交换排序的基本思想：**

**两两比较待排序记录的关键字，发现这两个记录是逆序时则进行交换，直到全部记录无逆序为止。**

**1.冒泡排序**

**算法**

**BUBBLESORT(SqList &L)**

**{ int i,j, noswap;**

**for (i=1; i<n; i++)**

**{noswap=TRUE;**

**for (j=L.length-1; j>=i; j--)**

**if (L.r[j+1].key<L.r[j].key)**

**{ L.r[0]=L.r[j+1];**

**L.r[j+1]=L.r[j];**

**L.r[j]=L.r[0];**

**noswap=FALSE;**

**}**

**if (noswap) break;**

**}**

**}**

**稳定**

**T(n)= O(n2)**

**2.快速排序**

**算法：**

int PATITION（L,*l*,*h*)

{L.r[0]=L.r[*l*];

while(*l<h*)

{ while((L.r[h].key>=

L[0].key) &&(*l<h*))

h--;

if(*l<h*) L.r[l++]=L.r[h];

while((L.r[*l*].key<=

L.r[0].key) &&(*l<h*))

*l*++;

if(*l<h*) L.r[h--]=L.r[*l*];

}

L.r[*l*]=L.r[0];

return *l*;

}

QUICKSORT(*&L, l, h*)

{ if(*l<h*)

{ i=PARTITION(L,l,h);

QUICKSORT(*L,l,i-1*);

QUICKSORT(*L,i+1,h*);

}

}

**不稳定**

**T(n)= O(n log 2n)**

**三、选择排序**

**1.直接选择排序**

**算法：**

SELECTSORT(SeList &L)

{ for(i=1;i<L.length; i++)

{k=i;

for (j=i+1;j<=Length; j++)

if(L.r[j].key<L.r[k].key) k=j;

if ( k!=i)

{L.r[0]=L.r[i]; L.r[i]=L.r[k];

L.r[k]=L.r[0];

}

}

}

**T(n)=O(n2)**

**不稳定**

**2.堆排序**

**大根堆 小根堆**

**算法：**

**SIFT(SqList &L，int s, int m)**

**{ L.r[0]=L.r[s];**

**for(j=2\*s; j<=m; j\*=2)**

**{**

**if ((j<m)&&**

**(L.r[j].key<L.r[j+1].key))**

**j++;**

**if (L.r[0].key<L.r[j].key)**

**{**

**L.r[s]=L.r[j];**

**s=j;**

**}**

**else break;**

**}**

**L.r[s]=L.r[0];**

**}**

**HEAPSORT（SqList &L)**

**{ n=L.length;**

**for (i=n/2; i>0; i--)**

**SIFT(L, i, n);**

**for (i=n; i>1; i--)**

**{ L.r[0]=L.r[1]; L.r[1]=L.r[i];**

**L.r[i]=L.r[0];**

**SIFT(L, 1, i-1);**

**}**

**}**

**不稳定**

**T(n) = O (*n* log *n*)**

**四、归并排序**

**二路归并：**

**算法：**

MERGE(RecType R[ ], RecType T[ ], int low, int mid, int high)

{i=low; j=mid+1; k=low;

while ((i<=mid) && (j<=high))

if (R[i].key <= R[j].key)

T[k++]=R[i++];

else T[k++]=R[j++];

while (i<=mid)

T[k++]=R[i++];

while (j<=high)

T[k++]=R[j++];

}

MERGEPASS(RecType R[ ], RecType T[ ], int length, int n)

{ int i=1, j;

while((i+2\*length-1<=n){

MERGE(R,T,i,i+length-1,i+2\*length-1);

i=i+ 2\*length;

}

if(i+length-1<n)

MERGE(R, T, i, i+length-1, n);

else

for(j=i; j<=n; j++)

T[j]=R[j];

}

MERGESORT(RecType R[ ],int n)

{int length=1;

while (length<n)

{MERGEPASS(R, R1,length,n);

length = 2\*length;

MERGEPASS(R1,R,length,n);

length = 2\*length;

}

}

稳定

**T(n)=O(nlogn)**

**五、基 数 排 序**

**1.多关键字的排序**

**例子：**

**无序序列：**

**|3,2,30|1,2,15|3,1,20|2,3,18|2,1,20|**

**2.链式基数排序**

**例子：p→369→367→167→239→237→138→230→139**